Project 2.2: Average Filtering (Java)

CSC 381 Rafael Carmilema

Due Date: Sep / 08 /2016

III. Algorithm for 3 by 3 averaging filter  
  
  
step 0: - open the input file and output file  
          - read the image header, the four numbers  
          - dynamically allocate mirrorFramedAry  
          - dynamically alloicate tempAry  
  
step 1: read the input file and load onto mirrowframeAry begin at [1,1]  
  
step 2: mirrowFramed the mirrorFramedAr  
  
step 3: process the MirrorframedAry, from left to right and top to bottom  
          begin at (1, 1)  
  
        - neighborAry <- load MirrorframedAry[i,j]'s 3 X 3 neighborhoods  
          - tempAry[i,j] <-- compute the averaging of neighborAry  
  
          - keep tracking the newMin and newMax of tempAry  
  
step 4: repeat step 3 until all pixels are processed  
  
step 5: output to AVG3X3Out.txt the image header (numRows, numCols, newMin, newMax)  
  
step 6: output to AVG3X3Out.txt from tempAry, begin at [1,1], without the pixels on the frame  
  
step 7: close input file and AVG3X3Out.txt

import java.io.File;

import java.io.FileNotFoundException;

import java.io.PrintWriter;

import java.io.PrintStream;

import java.util.Scanner;

import java.util.Scanner;

public class main {

public static void main(String[] args) {

// TODO Auto-generated method stub

// TODO Auto-generated method stub

if ( args.length < 2 ){ // the number of arguments should be 2

System.err.println("Invalid number of arguments.");

System.exit(1);

}

else {

File file = new File(args[0]);

try {

int count =0;

int row=0;

int col=0;

int min=0;

int max=0;

int[][] inputArray;

PrintStream outfile1 = new PrintStream(args[1]);

Scanner infile = new Scanner(file);

while (infile.hasNext()) {

count++;

if(count==1){

row=infile.nextInt();

System.out.println(row);

}

else if(count==2){

col=infile.nextInt();

System.out.println(col);

}

else if(count == 3){

min=infile.nextInt();

System.out.println(min);

}

else if(count ==4){

max=infile.nextInt();

System.out.println(max);

}

else{

break;

}

}// while

inputArray = new int[row][col];

Averaging test= new Averaging(row,col,min,max);

for(int r= 0; r<row;r++){

for(int c= 0; c<col;c++){

while(infile.hasNext()){

inputArray[r][c]=infile.nextInt();

test.readintoMirrorArr(inputArray[r][c],r ,c);

//cout<<r<<" "<< c<<" "<<string<<endl;

break;

}

}

// cout<<endl;

}// outermost for

test.MirrorFramed();

// cout<<endl;

// test.printMirrorFramed();

//cout<<endl;

test.processMirrorFramed();

test.printTempFramed(outfile1);

infile.close();

outfile1.close();

}

catch(FileNotFoundException e){

System.out.println("File not Found");

}

}//else

}

}

Averaging Class

**import** java.io.PrintStream;

**public** **class** Averaging {

**int** countarr=0;

**int** row;

**int** col;

**int** min;

**int** max;

**int** newmin;

**int** newmax;

**int**[][] mirrorFramedAry;

**int**[][] tempAry;

**int** [] neighborAry = **new** **int**[9];

**int**[][] thrArray;

**int** globalcount=0;

**public** Averaging(**int** r, **int** c, **int** mi, **int** ma){

row=r;

col=c;

min=mi;

max=ma;

// allocate 2d dynamic array for mirrorFramedAry

thrArray = **new** **int**[r][c];

**for**(**int** rows=0; rows<r;rows++){

**for**(**int** cols=0; cols<c;cols++){

thrArray[rows][cols]=0;

//System.out.print(thrArray[rows][cols]);

}

//System.out.println();

}

mirrorFramedAry= **new** **int**[r+2][c+2];

//ini

**for**(**int** i=0; i<r+2; i++){

**for**(**int** j=0;j <c+2;j++){

mirrorFramedAry[i][j]=0;

}

}

//allocate temp

tempAry = **new** **int**[r+2][c+2];

//init

**for**(**int** i=0; i<r+2;i++){

**for**(**int** j=0; j<c+2;j++){

tempAry[i][j]=0;

}

}

**for**(**int** i=0; i<9;i++){

neighborAry[i]=9999; // just edit

}

}

**public** **void** readintoMirrorArr(**int** value, **int** r, **int** c){

mirrorFramedAry[r+1][c+1]=value;

}

**public** **void** MirrorFramed(){

**for**(**int** k = 0; k<= row+1;k++){

mirrorFramedAry[k][0]= mirrorFramedAry[k][1];

mirrorFramedAry[k][col+1]= mirrorFramedAry[k][col];

}

**for**(**int** p=0; p<= col+1; p++){

mirrorFramedAry[0][p]= mirrorFramedAry[1][p];

mirrorFramedAry[row+1][p]= mirrorFramedAry[row][p];

}

}

**public** **void** processMirrorFramed(){

**for**(**int** i=1; i<=row;i++){

**for**(**int** j=1;j<=col;j++){

getNeighbors(i,j);

globalcount++;

//cout<<mirrorFramedAry[i][j];

}

//cout<<endl;

}

}

**public** **void** getNeighbors(**int** i, **int** j){

**for**(**int** rows=i-1;rows<=i+1;rows++){

**for**(**int** columns=j-1;columns<=j+1;columns++){

//cout<<

loadNeightbors(mirrorFramedAry[rows][columns]);

countarr++;

//cout<<countarr;

}

}

average(i,j);

selectionSort(i, j);

}

**public** **void** average(**int** a, **int** b){

**int** sum=0;

**for**(**int** i=0;i<9;i++){

sum+=neighborAry[i];

}

tempAry[a][b]=sum/9;

**if**(a==1&&b==1){

newmin=tempAry[a][b];

newmax=tempAry[a][b];

}

**else**{

**if**(tempAry[a][b]>newmax){

newmax=tempAry[a][b];

}

**if**(tempAry[a][b]<newmin){

newmin=tempAry[a][b];

}

}

}

**public** **void** selectionSort(**int** a, **int** b){

**int** min;

**int** loc;

**int** temp;

**for**(**int** i=0;i<9;i++){

/\* if(i==5){

break;

}\*/

min=neighborAry[i];

loc=i;

**for**(**int** j=i+1;j<9;j++)

{

**if**(min>neighborAry[j])

{

min=neighborAry[j];

loc=j;

}

}

temp=neighborAry[i];

neighborAry[i]=neighborAry[loc];

neighborAry[loc]=temp;

}

//track min and max

tempAry[a][b]=neighborAry[4];

**if**(a==1&&b==1){

newmin=tempAry[a][b];

newmax=tempAry[a][b];

}

**else**{

**if**(tempAry[a][b]>newmax){

newmax=tempAry[a][b];

}

**if**(tempAry[a][b]<newmin){

newmin=tempAry[a][b];

}

}

}

**public** **void** loadNeightbors(**int** value){

**if**(countarr==9){

countarr=0;

}

neighborAry[countarr]=value;

}

**public** **void** printTempFramed(PrintStream outfile1){

outfile1.println(row+" "+col+" "+newmin+" "+newmax);

**for**(**int** i=1; i<row;i++){

outfile1.print(i+" ");

}

outfile1.println();

**for**(**int** i=1; i<=row;i++){

**for**(**int** j=1; j<=col;j++){

outfile1.print(tempAry[i][j]+" ");

}

outfile1.println();

//outfile1<<endl;

}

}

}

Histogram of Average
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